1. **Concurrency (java.til.concurrent)**
   1. **Time slicing**: processing time for a single execution core is shared among processes and threads.
      1. 1 execution core 🡪 1 thread at any given time.
      2. Most computers have >1 core, but concurrency is still possible.
   2. 2 basic units of execution
      1. **Processes**: programs or running applications.
         1. Have a self-contained execution environment.
            1. **Inter Process Communication (IPC)**: can run multiple processes, possibly on different systems.

Pipes

Sockets

* + - * 1. Have ≥1 threads.

**Main thread**: has the ability to create multiple threads.

* + - 1. Normally have a complete, private set of basic runtime memory.
      2. Example: Java virtual machine (JVM)
    1. **Threads** **(*lightweight processes)***: provide an execution environment.
       1. Multithreaded execution: focus in Java.
       2. Exist within a process
          1. Share…

Memory.

Open files.

Communication of fields and object references

Efficient, but potentially can result in 2 errors

**Thread interference**: when operations, running in different threads acting on the same data ***interleave*** (overlap sequence of steps).

**Counter.java**:even simple statements can translate to multiple steps by the virtual machine.

Unpredictable

Difficult to detect and fix

**Memory consistency errors**: when different threads have inconsistent views of what should be the same data.

Complex causes, but must avoid.

**Happens-before relationship**: guarantee that memory writes by one specific statement are visible to another specific statement.

**Synchronization**:tool employed to prevent thread communication errors.

**Thread contention**: error caused by synchronization when threads try to access the same resource simultaneously

Java runtime executes threads more slowly or even suspend execution.

Memory consistency errors: 2 actions to create a happens-before relationship.

When a statement invokes start(), every statement that has a happens-before relationship with that statement also has a happens-before relationship with every statement executed by the new thread.

When a thread terminates and causes a join() in another thread to return, then all the statements executed by the terminated thread have a happens-before relationship with all the statements following the successful join().

**Intrinsic (monitor) lock**: internal entity involved in enforcing exclusive access to state, as well as establishing happens-before relationships.

Included in every object; automatically obtained from synchronized methods.

Convention: thread that needs exclusive and consistent access to an object's fields has to *acquire* the object's intrinsic lock before accessing them (*owning*), and then *release* the intrinsic lock when it's done with them.

As long as a thread owns an intrinsic lock, no other thread can acquire the same lock.

Others thread will blocked when it attempting to acquire the lock.

When a thread releases an intrinsic lock, a happens-before relationship is established between that action and any subsequent acquisition of the same lock, even if return was by uncaught exception.

**Synchronized methods**: strategy for preventing thread interference and memory consistency errors.

Object count instanceof SynchronizedCounter: 2 effects.

Not possible for 2 invocations of synchronized methods on the same object to interleave.

When one thread is executing a synchronized method for an object, all other threads that invoke synchronized methods for the same object block (suspend execution) until the first thread is done with the object.

Constructors: **CANNOT** be synchronized.

Only the thread that creates an object should have access to it while it is being constructed.

**Reentrant synchronization**: allowing a thread to acquire the same lock more than once.

A thread cannot acquire a lock owned by another thread, but it *can* acquire a lock that it already owns.

Synchronized code invokes a method that also contains synchronized code and both sets of code use the same lock.

Without it, synchronized code would have to take many additional precautions to avoid having a thread cause itself to block.

* + - * 1. Require fewer resources than processes.
      1. 2 ways of creating a thread: invoke Thread.start().
         1. *Provide a*Runnable *object*: Runnable interface defines a single method, run(), meant to contain the code executed in the thread. The Runnable object is passed to the Thread constructor, as in the HelloRunnable.

More general, because the Runnable object can subclass a class other than Thread.

* + - * 1. *Subclass Thread*: Thread class itself implements Runnable, though its run() method does nothing. An application can subclass Thread, providing its own implementation of run, as in the HelloThread.

Easier to use in simple applications, but is limited by the fact that your task class must be a descendant of Thread.

* + - 1. **Interrupts**: indication to a thread that it should stop what it is doing and do something else.
         1. Interrupted thread must support its own interruption.

If the thread is frequently invoking methods that throw InterruptedException it returns from the run method after it catches that exception

Methods that throw InterruptedException, such as sleep, are designed to cancel current operation and return immediately when an interrupt is received

* + - * 1. Programmers decide how a thread responds to an interrupt; typically used to terminate.
      1. Methods
         1. Static methods: Static methods, which provide information about, or affect the status of, the thread invoking the method.

interrupted(): checks for an interrupt; clears interrupt status.

* + - * 1. Other methods: invoked from other threads involved in managing the thread and Thread object.

sleep(): causes the current thread to suspend execution for a specified period.

Sleep times are not guaranteed to be precise, because they are limited by the facilities provided by the underlying OS.

2 overloaded versions

specifies the sleep time to the millisecond

specifies the sleep time to the nanosecond

Uses

Efficient means of making processor time available to other threads or processes.

Can also be used for pacing.

Can be terminated by interrupts.

isInterrupted(): used by one thread to query the interrupt status of another, does not change the interrupt status flag.

join(): allows one thread to pause for the completion of another.

Can be overloaded to specify OS-dependent time.

Responds to an interrupt by exiting with InterruptedException.

* + - 1. States
         1. **new**: beginning of thread lifecycle until the program starts thread.
         2. 2 OS-dependent states.

**runnable**: when program starts thread; executing a task.

**ready**: when a thread transitions from new to runnable.

**dispatching the thread**: OS assigns it to a processor.

**Quantum (timeslice)**: small amount of processor time assigned so it can perform its task.

When the quantum expires, the thread is returned to ready state and the OS assigns another thread to the processor.

**Thread scheduling**: transitions between the ready and running states handled by OS.

* + - * 1. **waiting**: when waiting for another thread to perform a task.

Transitions back to runnable when another thread notifies it to continue.

Cannot use processor.

* + - * 1. **time waiting**: enter a timed waiting state for a specific period of time.

Transitions back to runnable when the time interval expires or when the event it’s waiting for occurs

Cannot use processor.

* + - * 1. **blocked**: when attempting to perform a task that cannot be completed immediately and must wait until the task completes.

Cannot use processor.

* + - * 1. **terminated (dead)**: end of state transitions, when thread successfully completes its task or terminates.
      1. Priorities
         1. Thread priority is inherited from the thread that created it.
         2. Thread priorities do not guarantee the order that threads execute.
      2. Scheduling: OS thread scheduler is in charge of which thread runs next.
         1. Highest priority thread is kept running at all times.
         2. If more than one highest priority thread exists, use a round-robin method for a quantum for each thread.
         3. **Preemptive scheduling**: if a higher priority thread enters the ready state, the OS generally preempts the currently running thread.

**Starvation (indefinite postponement)**: higher priority threads continue to influx, postponing a lower-priority thread potentially indefinitely.

**Aging**: OS technique used to increase priority the longer a thread waits.

**Deadlock**: threads that are stopped to wait for each other cannot proceed; hence, neither will ever proceed.

* 1. **Atomic Access**
     1. **Atomic actions**: effectively happen all at once.
        1. Cannot stop in the middle
           1. happens completely
           2. doesn't happen at all
        2. No visible side-effects until the action is complete or fails.
        3. Examples
           1. Reads and writes for reference variables and for most primitive variables (except long and double).
           2. Reads and writes for *all* variables declared volatile (*including* long and double)
        4. Cannot be interleaved, but does not eliminate need to synchronize.
           1. No fear of thread interference.
           2. Can still have memory inconsistency errors.

Using volatile variables reduces the risk of memory consistency errors, because any write to a volatile variable establishes a happens-before relationship with subsequent reads of that same variable.

Changes to a volatile variable and the side effects of the code that led up the change are always visible to other threads.

* + - 1. Using simple atomic variable access…
         1. is more efficient than accessing variables through synchronized code.
         2. requires more care to avoid memory consistency errors.
         3. is worthwhile depending on the size and complexity of the application.

1. **XML Parsing**: going through an XML document to access data or to modify data in one or other way.
   1. **Extensible Markup Language (XML)**: simple text-based language recommended by **World Wide Web Consortium (W3C)** to store and transport data in plain text format.
      1. Properties
         1. markup
         2. tag-based
      2. Advantages
         1. **Technology agnostic**: being plain text, XML is technology-independent.
         2. **Human-readable**: uses simple text format, and therefore is human-readable and understandable.
         3. **Extensible**: no predefined tags; customize self-descriptive tags.
         4. **Allows validation**: using XML Schema Definition (XSD), document type definition (DTD) and XML structure can be validated easily.
      3. Disadvantages
         1. **Redundant Syntax**: contains lot of repetitive terms.
         2. **Verbose**:file size increases the transmission and storage costs.
   2. **XML Parser**: provides methodology to access/modify XML data.
      1. Java: multiple options
         1. **Document Object Model (DOM) Parser**: parses the document by loading the complete contents of the document and creating its complete hierarchical tree in memory.
            1. **Document Object Model (DOM)**: defines an interface that enables programs to access and update the style, structure, and contents of XML documents.

Recommendation of W3C

Interfaces

**Node**: base datatype.

**Element**: majority of the objects interacting with in the source code.

**Attr**: attribute of an Element.

**Text**: actual content of an Element or Attr.

**Document**: entire XML document.

Methods to examine the contents and structure of the Document

**Document.getDocumentElement()**: returns the root Element of the Document

**Node.getFirstChild()**: returns the first child of a given Node.

**Node.getLastChild()**: returns the last child of a given Node.

**Node.getNextSibling()**: returns the next sibling of a given Node.

**Node.getPreviousSibling()**: returns the previous sibling of a given Node.

**Node.getAttribute(attrName)**: for a given Node, returns the Attr with the requested name.

* + - * 1. Characteristics

Need to know a lot about the structure of a document.

Need to move parts of the document around.

Need to use the information in the document more than once.

* + - * 1. Using DOM Parsing

**Import XML-related packages**

import org.w3c.dom.\*;

import javax.xml.parsers.\*;

import java.io.\*;

**Create a DocumentBuilder**

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

DocumentBuilder builder = factory.newDocumentBuilder();

**Create a Document from a File or Stream**

StringBuilder xmlStringBuilder = new StringBuilder();

xmlStringBuilder.append("<?xml version="1.0"?> <class> </class>");

ByteArrayInputStream input = new ByteArrayInputStream( xmlStringBuilder.toString().getBytes("UTF-8"));

Document doc = builder.parse(input);

**Extract the root Element**

Element root = document.getDocumentElement();

Examine attributes

//returns specific attribute

getAttribute("attributeName");

//returns a Map (table) of names/values

getAttributes();

**Examine sub-Elements**

//returns a list of subelements of specified name

getElementsByTagName("subelementName");

//returns a list of all child nodes

getChildNodes();

* + - 1. **Simple API for XML (SAX) Parser**: parses the document on event-based triggers but does not load the complete document into the memory.
      2. **Java-based Document Object Model (JDOM)** **Parser**: parses the document in similar fashion to DOM parser but in an easier way.
      3. **Streaming API for XML (StAX) Parser**: Parses the document in similar fashion to SAX parser but in a more efficient way.
      4. **XML Path Language (XPath) Parser**: parses the document based on expression and is used extensively in conjunction with XSLT.
      5. **DOM4J Parser**: Java library to parse XML, XPath and XSLT using Java Collections Framework.
         1. Provides support for DOM, SAX and JAXP.

1. **Databases**: store data so that information can be retrieved from it
   1. **Database Management System (DBMS)**: handles the way data is stored, maintained, and retrieved in a database.
   2. **Relational databases**: present information in tables with rows and columns.
      1. **Relational Database Management System (RDBMS)**: handles the way data is stored, maintained, and retrieved in a relational database.
         1. Microsoft SQL Server
         2. Oracle
         3. Sybase
         4. IBM DB2
         5. Informix
         6. PostgreSQL
         7. MySQL
         8. Java DB, Oracle’s version of Apache Derby
      2. Relation: collection of objects of the same type (rows).
         1. A table as a relation.
            1. Data can be related according to common keys or concepts
            2. Basis for relational databases: ability to retrieve related data.
      3. Characteristics
         1. **Integrity rules**: ensure the data in the database are accurate and always accessible.
            1. Rows in relational tables should all be distinct.

duplicate rows creates issues with resolving which of two possible selections is the correct one.

Most DBMSs allow for specifying that duplicate rows are not allowed, and if that is done, the DBMS will prevent the addition of any rows that duplicate an existing row.

* + - * 1. Column values must not be repeating groups or arrays.

Any column that is part of a primary key cannot be null.

* + - * 1. null values: used to indicate that a value is missing.

Does **not** equate to a blank or zero.

Two null values are **not** considered equal.

Blank considered equal to another blank

0 equal to another 0.

* + - * 1. Entity integrity via primary key

using one or more columns to identify a particular row

any column that is part of a primary key cannot be null

* 1. **Java Database Connectivity (JDBC) API**
     1. Used to make database tasks easy.
        1. Execute common SQL statements
        2. Perform other objectives common to database applications
        3. Access any kind of tabular data.
        4. Access data stored in a relational database.
     2. Used to develop Java applications to manage programming activities.
        1. Connect to a data source, like a database.
        2. Send queries and update statements to the database.
        3. Retrieve and process the results received from the database in response to a query.
     3. Process
        1. Instantiates a DriverManager to connect to a database driver and log into the database.
        2. Instantiates a Statement that carries the SQL language query to the database.
        3. Instantiates a ResultSet that retrieves the results of the query.
        4. Executes a while loop to retrieve and display the results.
     4. Sample code

public void connectToAndQueryDatabase(String username, String password) {

Connection con = DriverManager.getConnection( "jdbc:myDriver:myDatabase", username, password);

Statement stmt = con.createStatement();

ResultSet rs = stmt.executeQuery("SELECT a, b, c FROM Table1");

while (rs.next()) {

int x = rs.getInt("a");

String s = rs.getString("b");

float f = rs.getFloat("c");

}

}

* + 1. Architecture
       1. **2-tier model**

![The DBMS-proprietary protocol provides two-way communication between the client machine and the database server](data:image/gif;base64,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)

* + - * 1. Java applet or application talks directly to the data source.
        2. Requires a JDBC driver that can communicate with the particular data source being accessed.
        3. SQL commands are delivered to the database or other data source.
        4. Results of those statements are sent back to the application
        5. Data source may be located on another machine to which the application is connected via a network; known as a **client/server configuration**, the user's machine as the client, and the machine housing the data source as the server.
      1. **3-tier model**

![The DBMS-proprietary protocol provides two-way communication between the database server and the server machine. HTTP, RMI, CORBA or other calls provide two way communication between the server machine and the client machine](data:image/gif;base64,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)

* + - * 1. SQL commands are sent to a "middle tier" of services; middle tier sends the commands to the data source.
        2. Data source processes the commands and sends the results back to the middle tier, which then sends them to the user.
        3. Advantages

Possible to maintain control over access and updates that can be made to data.

Simplifies the deployment of applications.

Performance advantages

* + 1. Usage
       1. Download and include the appropriate JDBC driver library.
          1. <*someDatabase*>.jar
       2. Create a class specific to connecting to a database
          1. PostgreSQL
          2. MySql
          3. SqlServer
       3. Create class(es) to interface with the database.
       4. Develop a UI that allows users to interact with the data in the database.

1. **User Interface (UI)**
   1. **Abstract window toolkit (awt**): made a program with a basic UI.
      1. Uses
         1. **Applets**: embedded Java programs on webpages.
         2. Applications
      2. Elements
         1. Buttons
         2. Checkboxes
         3. Text fields
   2. **Swing**: Java’s updated **graphical UI (GUI)** library with more tools and an updated look and feel.
      1. Popular
   3. **JavaFX**: powerful way to control the design of your application with CSS-like syntax and precision.
      1. Oracle’s replacement for Swing.
         1. 2005: Sun acquired the technology when they bought out.
         2. 2007: first release of JavaFx, didn’t catch on.
         3. 2009: Oracle acquired Java from Sun Microsystems.
         4. 2010: Oracle announced the future direction for Java which included a completely redone JaxaFx as the centerpiece technology for building applications.
         5. 2014: Java 8 released in and it is the first MAJOR Java release that includes JavaFx as an integral part of its core distribution.
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* + 1. Features
       1. New and improved interface tools.
          1. Bar and pie charts
          2. Cool things you can find using JQuery like date-pickers, accordion panes, tabbed panes, etc.
          3. Media player and web-rendering controls.
       2. **FXML**: new HTLM-like language used only to define the interface of an application, keeping it completely separate from the code logic.
          1. Same concept as C# and XAML by Microsoft.
       3. **Scene Builder**: outstanding application which can be integrated into NetBeans and Eclipse to create and generate FXML documents using a drag-and-drop design interface
          1. Similar to Dreamweaver for HTML.
       4. Integrated library for graphics (both 2D and 3D) as well as animation tools that rival Flash, JQuery and CSS animations.
          1. Responsive UI
          2. Animation/visual effects
          3. Gradient color effects like in CSS
       5. Mobile platform development tools
          1. **JavaFX ports**: open-source project that helps bridge the path to mobile application development with JavaFx.
       6. Open-source
          1. Survival chances greatly improved with a worldwide army of JavaFx developers contributing to the development and well-being.
          2. Others are quickly developing additional tools, plugins, and UI controls that go beyond the offerings at Oracle.
    2. In NetBeans
       1. **File**🡪**New Project**
          1. **JavaFX** application category.
          2. Choose **JavaFX FXML Application**.
          3. Click **Next**.
       2. Name the project, and click **Finish**.
       3. NetBeans IDE opens an FXML project that includes the code for a basic; includes 3 files:
          1. **FXMLExample.java:**  takes care of the standard Java code required for an FXML application
          2. **Sample.fxml:**  FXML source file in which you define the user interface.
          3. **SampleController.java:**  controller file for handling the mouse and keyboard input.
       4. Enter **fxml\_example** and click **OK**.
    3. Architecture
       1. **JavaFX platform**: engine that runs the JavaFX code.
          1. **Prism**: a JavaFX high performance graphics engine.
          2. **Glass**: a small and efficient windowing system.
          3. **Media engine**
          4. **Web engine**
       2. **Scene Graph**: hierarchical tree of nodes that represents all of the visual elements of the application's UI.
          1. Starting point for constructing a JavaFX application.
          2. Can handle input and can be rendered.
          3. **Node**: single element in graph.

Has…

ID

style class

bounding volume

(with the exception of root node), a single parent and ≥0 children.

Can have…

Effects

Blurs

Shadows

Opacity

Transforms

Event handlers

Mouse

Key

Input method

Application-specific states

* + - * 1. Includes…

Graphics primitives

Rectangles

Text

Controls

Layout containers

Images and media

* + - * 1. Simplifies working with rich UIs.
      1. **Java Public APIs for JavaFX Features**
         1. APIs

**javafx.animation APIs**: can animate various graphics.

**javafx.scene API**: allows creation and specification of content.

Nodes: shapes (2-D and 3-D), images, media, embedded web browser, text, UI controls, charts, groups, and containers.

State: transforms (positioning and orientation of nodes), visual effects, and other visual state of the content.

Effects: simple objects that change the appearance of scene graph nodes, such as blurs, shadows, and color adjustment.

* + - * 1. Features

Use of powerful Java features, such as generics, annotations, multithreading, and Lambda Expressions.

Make it easier for Web developers to use JavaFX from other JVM-based dynamic languages, such as Groovy and JavaScript.

Allow Java developers to use other system languages, such as Groovy, for writing large or complex JavaFX applications.

Allow the use of binding which includes support for the high performance lazy binding, binding expressions, bound sequence expressions, and partial bind reevaluation. Alternative languages (like Groovy) can use this binding library to introduce binding syntax similar to that of JavaFX Script.

Extend the Java collections library to include observable lists and maps, which allow applications to wire user interfaces to data models, observe changes in those data models, and update the corresponding UI control accordingly.

* + - 1. **Graphics System**
         1. Supports both 2-D and 3-D scene graphs
         2. 2 graphics accelerated pipelines

**Prism**: processes render jobs.

Can run on both hardware and software renderers, including 3-D.

Responsible for rasterization and rendering of JavaFX scenes

**Quantum toolkit**: ties Prism and Glass Windowing Toolkit together and makes them available to the JavaFX layer above them in the stack

Manages the threading rules related to rendering versus events handling.

* + - 1. **Glass Windowing Toolkit**: platform-dependent layer that connects the JavaFX platform to the native OS.
         1. Main responsibility: provide native OS, such as managing the windows, timers, and surfaces.
         2. Responsible for managing events queue.
         3. Responsible for executing the pulse events using high-resolution native timers to make the execution
      2. **JavaFX Threads**: multiple threads run by the system at any given time.
         1. **JavaFX application thread**: primary thread used by JavaFX application developers.

Any **live scene** (part of a window) must be accessed from this thread.

Enables developers to create complex scene graphs on a background thread while keeping animations on live scenes smooth and fast.

* + - * 1. **Prism render thread**: handles the rendering separately from the event dispatcher.

Allows frame *N* to be rendered while frame *N* +1 is being processed.

Concurrent processing:a big advantage, especially on modern systems that have multiple processors.

* + - * 1. **Media thread**: runs in the background and synchronizes the latest frames through the scene graph by using the JavaFX application thread.
      1. **JavaFX Pulse**: event that indicates to the JavaFX scene graph that it is time to synchronize the state of the elements on the scene graph with Prism.
         1. Throttled at maximum 60 frames per second (60 FPS).
         2. Fired whenever animations are running on a scene.

Even when animation is not running, a pulse is scheduled when something in the scene graph is changed.

State of the elements on the scene graph is synchronized down to the rendering layer.

* + - * 1. Layout and CSS: also tied to pulse events; the system automatically performs a CSS and layout pass once per pulse to avoid performance degradation.
      1. **JavaFx Media and Images (javafx.scene.media APIs)**: support for visual and audio media.
         1. File types

Audio

.MP3

.AIFF

.WAV

Video

.FLV

* + - * 1. Functionality: 3 components

Media: media file.

MediaPlayer: plays media file.

MediaView: node that displays media.

* + - 1. **Web Engine Component**
         1. **WebKit**: open-source web browser engine that supports…

HTML5

CSS

JavaScript

DOM

SVG

* + - * 1. Enables developers to implement features

Render HTML content from local or remote URL

Support history and provide Back and Forward navigation

Reload the content

Apply effects to the web component

Edit the HTML content

Execute JavaScript commands

Handle events

* + - 1. **Java Cascading Style Sheets (CSS)**: provides the ability to apply customized styling to the UI of a JavaFX application without changing any of that application's source code.
         1. Can be applied to any node in the JavaFX scene graph and are applied to the nodes asynchronously.
         2. Styles: can also be easily assigned to the scene at runtime, allowing an application's appearance to change dynamically.
         3. Based on the W3C CSS version 2.1 specifications, with some additions from current work on version 3
      2. **UI Controls**
      3. **Layout**
      4. **2-D and 3-D Transformations**
      5. **Visual Effects**